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Abstract. The rapid growth of Artificial Intelligence (AI) applications gives rise
to explainable AI research whose quest is to answer questions related to why and
how a decision is made by an AI application. Besides the problem of identifying
the answer to the question, an equally important problem is that of presenting
the answer to the end-users who are often not familiar with the applications’
terminologies and lingo. In this paper, we describe a process that supports the
generation of natural language explanations via a case study in the smart home
scheduling application. In this process, answer set programming (ASP) is used to
identify contents of explanations and to generate dataset for the training of lan-
guage model, which is used for the generation of natural language explanations.

Keywords: Explainable AI · Natural Language Generation · Answer Set Pro-
gramming.

1 Introduction

In recent years, AI applications become more and more popular to nonexpert users and
have been used in many areas that affect everyone’s daily life. To protect individuals
from harmful decisions made by AI applications, the right to (an) explanation regulation
has been imposed (e.g., the EU GDPR law). Following this regulation, an user has the
right to be given an explanation for an output of the AI algorithm. This issue has led
to the rapid development of Explainable AI (see, e.g., surveys on explainable AI in [6,
12]) whose goal is to explain to users the decision of AI algorithms (or, more generally,
computer softwares). To make the matter more complicated, the explanation should
be understood by laymen. It is therefore desirable to present explanations in natural
language to the users. In this paper, we describe a case study in generating natural
language explanations for the smart home scheduling application ([9]).

2 Background: Smart Home Scheduling Problem and Language
Models

We present a brief review of the Smart Home Scheduling Problem (SHSP) and some
basics of language models. We assume that the readers are familiar with the basics of
ASP.
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2.1 Smart Home Scheduling Problems

In this section, we review the Smart Home Scheduling Problem (SHSP) with probabilis-
tic user preferences, which is formulated in [9].

Definition 1 (Smart Home Scheduling Problem) A smart home scheduling problem
P is a tuple 〈A,E,T,C,L,D〉, where

– A is a set of appliances (or devices), usually written as the set of integers {1, . . . , |A|}.
– E = (e1,e2, ...,e|A|) is a vector of positive real numbers, where each ei represents

the energy consumption of device i.
– T is a set of time slots, usually written as the set of integers {1, . . . , |T |}.
– C = (c1,c2, ...,c|T |) and L = (l1, l2, ..., l|T |) are vectors of non-negative real num-

bers, where ci and li represent the cost of 1 kWh and the maximum permissible
load of all the devices at time i, respectively.

– D is an |A|× |A| matrix, called dependency matrix, each cell D(i, j) represents a
hard constraint between devices i and j. The relations/constraints can be one of the
following types: (i) before (resp. after) means that the device imust be turned on
before (resp. after) device j; (ii) parallel (resp. not-parallel) means that the device
i must run in parallel (resp. must not run in parallel) with the device j; and (iii) nil
if the usage of the device i is independent from that of the device j.

Without the loss of generality, it is assumpted that each device in P is turned on
exactly once within |T | time slots. A user preference for a scheduling problem is defined
as follows.

Definition 2 (Probabilistic User Preference) A probabilistic user preference over a
scheduling problem P = 〈A,E,T,C,L,D〉 is a tuple C = 〈N,α,β ,λ 〉, where

– N is an |A| × |T | matrix, called preference matrix, where each cell N(i, j) is a
Normal distribution N (µi j, σi j) representing the probability distribution of the
user’s preference in turning the device i on at time slot j.

– α , called the cumulative satisfaction threshold, is a number representing the min-
imum acquired cumulative preference required by a user from a schedule.

– β is a number in the interval [0,1] representing the probability threshold, which
indicates the threshold of the probability that α will be achieved given a schedule
in order for a user to accept that schedule.

– λ is a number indicating the cost threshold that a user could accept.

Scheduling problems with probabilistic preferences are defined next.

Definition 3 (Smart Home Scheduling Problem with Probabilistic User Preferences)
A Smart Home Scheduling Problem (SHSP) with probabilistic user preferences (or p-
scheduling problem, for short) is a pair (P,C ), where P is a scheduling problem and C
is a probabilistic preference over P.

For brevity in this paper, SHSPs are referred to SHSPs with probabilistic user pref-
erences.
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2.2 Language Model

Models that assign probabilities to sequences of words are called language models (LM)
[7]. Mathematically, a language model assigns probabilities to word sequences. The
simplest model that assigns probabilities to sentences and sequences of words is the
n-gram model. An n-gram is a sequence of n words. n-gram models can be used to
estimate the probability of the last word of an n-gram given the previous words, and
also to assign probabilities to entire sequences.

3 Preparing For Explanation: Content Generation

Given a SHSP problem (P,C ), we assume that our AI system (e.g., the scheduler de-
scribed in [9]) generates a schedule for the devices in P that satisfies C (or optimal
with respect to C ). For simplicity of the presentation, we will assume that the schedule
consists of atoms of the form on(d, t) (resp. off (d, t)), which says that device d should
be turned on (resp. off) at timeslot t.

We identify the problem of explaining a schedule H to a user with the problem of
explaining to a user that H meets the user’s preferences, expressed in C . In particularly,
we focus on answering the two questions that a homeowner is normally interested in:

– Q1: “Why is a device d or a set of devices {d1, . . ., dn} scheduled to turn on at time
t?”, and

– Q2: “Why is device d scheduled at time t1 instead of time t2?”.

In order to explain Q1 to the user, the system needs to present the user with the
preference indicating that d (or the set {d1, . . . ,dn}) should be turned on at t. On the
other hand, it is best to explain Q2 by either presenting some constraints in C that
would be violated or indicating the non-optimality of a schedule if d is scheduled at t2.

Given C and a schedule H, there are several ways to extract the information to
explain Q1-Q2 to a user. The ASP program π , shown in Listing 1.1, could be used for
this purpose.

Table 1 shows the atoms, their matrix representations and their meanings in the
program π .

Table 1. The atoms in the problem description

Atoms Represent matrix Meanings
cost(T,D) cost C the electrical cost at time T is D dollars per hour
dev(ID,TY PE,KW ) energy usage E device ID consumes KW energy
be f ore(A,B), parallel(A,B),

dependency D order of the execution of device A and B
a f ter(A,B), nparallel(A,B)

pre f (ID,T,µ,σ) preference N
the user preference of executing device ID at time T
is represented by the normal distribution N (µ, σ)

Program π identifies conditions in C that are satisfied (or not satisfied) by H. For
convenience, we will write π(C ,H) to denote the program π with the two inputs C and
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H. Observe that max e, cost threshold, al pha and beta are constants in the program π

(given in C ) representing parameters such as the maximal energy consumption accept-
able by the user (max e), etc. Lines 5-10 are for dependency between devices, Lines
12-13 for power safety, Lines 15-18 for user preference condition, and Lines 20-21 for
the cost. The code block from line 23 to 28 computes the user preference condition. We
encode the user preference condition as discussed in [9] .

Observe that π(C ,H) is not a program that generates the schedule H. It is a pos-
itive program and has a unique answer set which contains information related to the
preferences that are satisfied by H (e.g., condibe f ore(d1,d2, t1, t2) is true if there exists
a preference be f ore(d1,d2) and H contains on(d1, t1) and on(d2, t2) such that t1 < t2);
or whether the cost threshold is satisfied (e.g., costthr(s,cost threshold)); etc. While it
is sufficient to answer Question 1 by presenting the satisfied constraints related to the
device d (or the set of devices {d1, . . . ,Dn}) and the energy threshold is satisfied, Ques-
tion 2 requires the identification of the differences between two potential schedules. In
this paper, we will focus on the differences between the two answer sets of π(C ,H)
and π(C ,H ′).

4 A Language Model For SHSP

To create a LM for SHSP, we use of Transformer [13] because models trained by trans-
formers are shown to have competitive performances in natural language processing
and understanding [4, 2, 8, 11], and computer vision [10, 3, 5].

We take inspiration from [1] to create data for training of our language model us-
ing ASP. We generated data from all possible atoms in the program π . Each training
example is generated from an atom or a set of atoms, and is a string of format

[CLS]part1[SEP]part2[SEP], (1)

where CLS token indicates the result of classification tasks, which we do not use in
our case; SEP token indicates a separation; part1 is a description of an atom or a list
of atoms which carries a meaning; and part2 is the natural language sentence for the
meaning of the atom or the list of atoms described in part1.

For instance, a training example generated for the atom on(1,20) is the string “on(1,20)
has parameters 1 20 turn on<s>Device 1 is on at timeslot 20”.

The string “<s>” represents the SEP token. A training example generated for a list
of atoms can be “weight(1,1,5,5) weight(2,1,7,5) energythr(12,2,31)<s>At time slot 1,
2 devices turn on. The total energy is 12 kw.”.

Table 2 shows the atoms in the program π and their corresponding natural language
expressions. For simplicity of the presentation, we show only the atom condibe f ore,
representing the be f ore dependency, in Table 2.

We use an ASP program to generate the atoms as in Table 2, and map them with
their meaning in natural language to create synthetic data for training our language
model. Given the part1, the fine-tuned LM will generate the meaning of the atom(s)
described in the part1.

To evaluate the usability of GPT-2[SHSP], we evaluate it by computing its BLEU
score (automatic) as well as conducting a small scale user study.
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Table 2. The atoms of the program π and their meaning in natural language

Atoms Meanings
on(D,T ) Device D is on at timeslot T .

weight(D,T,E,C)
Device D at timeslot T consumes E kWh and cost at that timeslot is
C cents per hour.

costthr(C,T HR) The total cost of the schedule is C and is less than T HR.
energythr(T,E,T HR) Energy consumption at timeslot T is E and is less than T HR.
condibe f ore(D1,D2,T 1,T 2) Device D1 turns on at T 1 before device D2 at T 2.
condipre f (PREF,SS) The estimated preference of the schedule is PREF and SS.

BLEU (BiLingual Evaluation Understudy) is a metric for automatically evaluating
machine-translated text. The BLEU score is a number between zero and one that mea-
sures the similarity of the machine-translated text to a set of high quality reference
translations. A value of 0 means that the machine-translated output has no overlap with
the reference translation (low quality) while a value of 1 means there is perfect over-
lap with the reference translations (high quality). Following the rough interpretation of
BLEU score1, a score that is larger than 0.3 can be considered understandable to good
translations. In evaluating GPT-2[SHSP], we consider the training data as the reference
translations and the generated text from GPT-2[SHSP] as the machine-translated text.
The average score for our LM is 0.33, which shows a relatively acceptable level of
translations in comparison with the synthetic data.

We also perform a small scale user study, in which, we sent out a survey to a group
of seven students in a class and asked them to evaluate the explanations in terms of “how
well they can be understood?”. The survey is available online 2. Overall, the reponses
3 shows that the participants could grasp the meaning of the texts generated by GPT-
2[SHSP], and there is no complaint in grammar or misuse of sequences of words in the
answers.

In summary, the BLEU score and the conducted experiments show that the explana-
tions generated using GPT-2[SHSP] are meaningful and can be understood by human
users.

5 Conclusions

In this paper, we investigate the use of language models in generating natural language
explanations in AI applications and consider the smart home scheduling problem as a
case study. We show that we can address an important problem in training a language
model, the problem of creating training data, by using ASP. By fine-tuning an existing
language model, we receive a language model that can generate explanations for the
smart home scheduling problem.

1 https://cloud.google.com/translate/automl/docs/evaluate
2 https://ida3rxjl4si.typeform.com/to/GYJX9Yc9
3 https://tinyurl.com/h82zp3a4
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A Program for Computing Contents of Explanations

Note: This program is included only for review.

Listing 1.1. Program π: Computing What to Say?

1 max_energy(max_e).

2 device(D) :- dev(D,_,_ ). timeslot(X) :- cost(X,_).

3 weight(D,T,E,M) :- on(D,T), dev(D,_,E), cost(T,M).

5 condibefore(D1,D2,T1,T2 ):-before(D1,D2),on(D1,T1),on(D2,T2),T1 <T2.

6 condiafter(D1,D2,T1,T2) :-after(D1,D2), on(D1,T1),on(D2,T2),T1 >T2.

7 condiparallel(D1,D2,T1) :- parallel(D1,D2),on(D1,T1),

8 on(D2,T2),T1 = T2.
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9 condinparallel(D1,D2,T1,T2 ):- nparallel(D1,D2),on(D1,T1),

10 on(D2,T2),T1 != T2.

12 energythr(S,T,TH) :- S = #sum {E,D: weight(D,T,E,M )},

13 timeslot(T), max_energy(TH), S < TH.

15 schedule_pref(PR,S) :- PR = #sum{P,D,T:pref(D,T,P,STD),on(D,T)},

16 S = #sum{STD,D,T:pref(D,T,P,STD),on(D,T)}.

17 user_pref(P,S,@pref_con(P,S,alpha,beta )) :- schedule_pref(P,S).

18 condiuser(PREF,SS) :- user_pref(PREF,SS,C), C = 1.

20 costthr(S, cost_threshold) :- S = #sum {E*M,D,T: weight(D,T,E,M )},

21 S < cost_threshold.

23 #script (python)

24 import clingo

25 def pref_con(pref,ss,alpha,beta ):

26 cdf_value = cdf(( alpha - pref) / ss)

27 return cdf_value * 100 <= 100 - beta

28 #end.


